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Introduction 

Contemporary business environment is very dynamic and customers are forced to change 

software requirements frequently, so that they can meet new environmental and business 

conditions. Customers require frequent and quick software deliveries and upgrades. 

Traditional software development methods fail to provide the necessary flexibility, which is 

provided by agile methods.  

The first reference to agile software development can be found in 1957, the approach 

being mentioned in an article by Craig Larman and Victor Basili [112].  

In 1970, Dr. Winston Royce presented his article “Managing the Development of 

Large Software Systems” [106], where he criticizes sequential software development. In the 

same year, E. A. Edmonds prepared his article “A process for the Development of Software 

for Nontechnical Users as an Adaptive System”, which he wanted to publish in the journal 

“Computer Aided Design”, but publishing of article was refused with comments, “If you 

don’t know what you will do before you start, don’t start at all”. The article was published 

later in 1974, in the journal “General Systems” [113]. 

Irrespective of resistance, agile methods continued developing, for example, 

“Scrum” (1986) [113], “Extreme Programming” (1999) [19], etc. The meeting of agile 

method experts and creation of “agile manifesto” in 2001 became the turning point in the 

agile software development [7]. 

Today, software development companies of different sizes partially or fully switch 

to agile software development. The number of successfully developed projects using the 

agile approach is the main reason for the switch, and this was confirmed by Standish Group 

research in 2012 [109]. Research shows that 42% of successful projects have been developed 

using agile methods and only 14% have been developed using a more traditional approach 

(Figure 0.1. ). 

 

Figure 0.1. Standish Group research results 2012. 

Similar tendencies regarding agile software development were noticed by Scott 
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67 % used the agile approach, with about half of projects succeeding using traditional 

methods (Figure 0.2. ). 

 

Figure 0.2. Successful projects based on AmbySoft research. 

Forrester Research studies [111] found that the number of projects developed using 

the agile approach increased from 35.4 % in 2009 to 38.6 % in 2010. The number of 

traditionally developed projects decreased from 13.4 % to 13.0 % (Figure 0.3. ). 

 

Figure 0.3. Results of research conducted by Forrester Research.  

Research results analyzed in this Doctoral Thesis indicate that the usage of agile 

methods has increased and that agile projects have been more successful. However, there are 

also indications that not all agile projects have been successful. Standish Group research 

(Figure 0.1. ) shows that 9 % of agile projects are unsuccessful, whilst 49 % had considerable 

problems. 
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1.1. Motivation of the Research 

The motivation of each organization to implement the agile paradigm differs. In most 

cases, it is desirable to obtain more successful software development projects in a company 

portfolio. Some organizations have been successful in transforming into agile software 

development, but there are also organizations where the transformational process is 

unsuccessful.  

There is a necessity to find a way to help software development companies successfully 

and quickly adopt the agile paradigm in order to make software development more 

successful.  

One of the most significant motivations to develop this Doctoral Thesis about transition 

to agile software development is bad experience of the author within several projects aimed 

at transformation into agile software development. The author has spent more than 6 years 

researching this problem, with other organizations experiencing similar problems when 

transforming into agile software development and this is also reflected in conference reports 

[1][2][3][4][5].  

The author of this Doctoral Thesis has worked in five software development companies, 

which have tried to implement the agile paradigm. In the author's opinion, only one 

transformation has been successful. For this very reason, the author has decided to find the 

best solution to this problem. 

The term “organizational agility” in the context of this Doctoral Thesis has a narrowed 

meaning and applies only to the software development company's ability to develop software 

using agile methods and practices.  

1.2. The Aim and Tasks of the Doctoral Thesis 

The aim of this Doctoral Thesis is to create a method and a tool to support 

implementation of the agile paradigm in a software development company. 

The proposed aim is based on the following hypotheses:  

 organizations have low awareness of agile methods, and this creates problems 

in the implementation of the agile paradigm; 

 by using methods and tools, it is possible to evaluate the agility level of an 

organization; 

 knowledge regarding the current agility level of an organization helps to create 

appropriate improvement plans in order to improve their organizational agility 

level.  
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To achieve the given aim, the following tasks have been defined: 

 to investigate the advantages and risks of agile methods, practices and their 

significant properties; 

 to create a dictionary of regularly used terms. This glossary of terms is required 

to define the Topicality Index (TI) and is used to determine the TI value for 

agile methods, practices and keywords; 

 to define organizational agility and create an Organizational Agility Model 

(OAM), identifying which practices influence particular OAM elements; 

 to define Agility Impact Index (AII) and determine AII values for OAM 

elements; 

 to create an Organization Domain Agility level determination method (ODA) 

and a question generation algorithm to be employed by the method; 

 to approbate the algorithm FOIL (First-Order Inductive Learner) to determine 

top-level agility; 

 to approbate the method and tool at one or more organizations. 

1.3. Research Object and Methods 

The object of this Doctoral Thesis is the usage of agile methods in software 

development companies.  

The subject of this Doctoral Thesis is the development of a method and a tool for 

determination of organizational agility level. 

Analysis of literature, conference materials and internet articles was used to identify 

significant features, advantages and risks of agile methods.  

Analysis of dictionaries and literature was used to create a glossary of terms. The 

glossary will be visualized using Mind Map software. 

Research of conference materials from 2008 to 2012 was used to define TI values for 

methods, practices and keywords. Information about methods, practices and keywords is 

stored in a database, exclusively created by the author for data analysis.  

Analysis of literature and author’s personal experience was used to define the OAM 

model, and it was verified by the agile method expert network.  

Expert network and the DELPHI method were used to define Agility Influence Index 

(AII) values for each OAM model element. 

Results of the method ODA were verified by evaluating the organizational agility level 

of three software development companies. The companies differed in size, they also work 
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on different types of projects. One of the companies used agile software development within 

only one specific project for a particular client.   

1.4. Scientific Novelty and Practical Value 

Scientific novelty: 

 definition of TI has been provided based on term research and creation of 

glossary “Mind Map”. TI values have been calculated for agile methods, 

practices and keywords; 

 organizational agility definition has been given and an Organizational Agility 

Model (OAM) has been created. OAM has been used to develop the agility 

determination method ODA; 

 AII definition has been provided and AII values have been defined for each OAM 

element using the agility expert network. Domain, Subdomain and Attribute 

value tree (DSA) has been developed to make graphical representations of AII 

values;  

 the ODA method collects data from employees, and not to overburden employees 

with a large number of questions, a question generation algorithm has been 

created. The question generation algorithm generates small sets of questions for 

each employee for each survey iteration. 

Practical value 

The practical value of this Doctoral Thesis lies in the fact that it may help software 

development companies successfully transform from traditional software development 

models to the agile paradigm by highlighting problematic areas. Problematic areas are 

identified by using a developed ODA method and question generation algorithm, which are 

implemented in an organizational agility level determination software prototype.  

1.5. Approbation of the Research Result 

Research results are reflected in five publications: 

1. Linkevics, G., Adopting to Agile Software Development, volume 16 “Applied 

Computer Systems”, 2014. – Latvia, Riga, RTU, 2014 –64–71 pp. (EBSCO). 

2. Linkevics, G., Sukovskis, U., Evaluation of the Agility Level of the Organization, 

volume 18 “Applied Computer Systems”, 2015. – Latvia, Riga, RTU, 2015 –21-26 

pp. (De Gruyter). 
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3. Linkevics, G., Evaluation of Agility in Software Development Company // 

Proceedings of the Joint International Conference on Engineering Education & 

International Conference on Information Technology (ICEE/ICIT 2014), Latvia, 

Riga, 2-6 June, 2014 -320-332 pp. 

4. Linkevics, G., Sukovskis, U., Determining Agility Impact Index and generating 

employee based questions to assess organizational agility // Proceedings of the 

International Conference on Engineering Education (ICEE 2015), Croatia, Zagreb, 

20-24 July, 2015.  

5. Linkevics, G., Sukovskis, U., Using ODA Method and FOIL Algorithm to 

Determine Organizational Agility Level // Proceedings of the 10th International 

Multi-Conference on Computing in the Global Information Technology (ICCGI 

2015), Malta, St. Julians, 11-16 October, 2015 -93-100 pp. 

Research results were presented at five conferences: 

1. Linkevics, G., Adopting to Agile Software Development. RTU 53rd International 

Scientific Conference, Riga, Latvia, 11-12 October, 2012. 

2. Linkevics, G., Sukovskis, U., Evaluation of the Agility Level of the Organization. 

RTU 56th International Scientific Conference, Riga, Latvia, 14-16 October, 2015. 

3. Linkevics, G., Evaluation of Agility in Software Development Company. Joint 

International Conference on Engineering Education & International Conference on 

Information Technology (ICEE/ICIT 2014), Riga, Latvia, 2-6 June, 2014. 

4. Linkevics, G., Sukovskis, U., Determining Agility Impact Index and generating 

employee based questions to assess organizational agility. International Conference 

on Engineering Education (ICEE 2015), Croatia, Zagreb, 20-24 July, 2015. 

5. Linkevics, G., Sukovskis, U., Using ODA Method and FOIL Algorithm to Determine 

Organizational Agility Level. 10th International Multi-Conference on Computing in 

the Global Information Technology (ICCGI 2015), Malta, St. Julians, 11-16 October, 

2015. 

1.6. Outline of the Doctoral Thesis 

This Doctoral Thesis consists of an introduction, 5 chapters, a conclusion, bibliography 

and 6 appendices.  

The introduction contains information about the topicality of the subject matter, 

motivation for the research, the list of aims and tasks, description of the research methods 

and information about scientific novelty and practical value of the Thesis. Information about 
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approbation and outline of this Doctoral Thesis are presented at the end of the introductory 

chapter.  

The first chapter describes agile software development and analysis, its advantages and 

risks. The agile methodology terminology problem is examined and the terms used in this 

Doctoral Thesis are described. A great deal of attention in this chapter is dedicated to 

determination of the Topicality Index (TI) for agile methods, practices and keywords. 

Definition of dynamic environment is given at the end of the chapter.  

The second chapter of the Doctoral Thesis describes agile methods and practices with 

the highest TI. It allows identification of the common and different features of various agile 

methods. Based on the analyzed data, the Organizational Agility Model (OAM) is built. 

The focus of the third chapter is organizational agility. Organizational agility definition 

is provided and the OAM model developed. OAM model consists of several domains, 

subdomains and attributes. OAM top level domains are: Organization, Productivity, Quality, 

Process, Value and Project domains. Definition of the Agility Impact Index (AII) is provided 

and the detailed AII value determination process is developed. AII values are determined 

using the agility expert network and the DELPHI expert evaluation method.   

The fourth chapter focuses on the conceptual model of agility level determination and 

organization domain agility level evaluation method ODA. The ODA method is developed 

and the question generation algorithm is used by the method created. Domain, Subdomain 

and Attribute value tree (DSA) is created to visualize expert evaluated AII values and 

Employee Evaluated (EEV) values. Approbation of the FOIL algorithm is performed to 

generate rules for DSA value tree processing. Data flow diagrams, architecture and tool 

prototype are developed to determine the organizational agility level. 

The fifth chapter describes approbation of the ODA method by determining the agility 

level of three different organizations.  

Brief conclusions are made at the end of each chapter, with key results and overall 

conclusions presented in the final section of this Doctoral Thesis.  

This Doctoral Thesis has six appendices. Information about agile methods and their TI 

values are summarized in Appendix 1. Information about keywords used at the conferences 

and their TI values are summarized in Appendix 2. Appendix 3 contains information about 

agile practices. Detailed information about using the FOIL algorithm and rules generated by 

the algorithm for classes C2 and C3 are presented in Appendix 4. Appendix 5 contains expert 

evaluated AII values for all OAM elements, and Appendix 6 reports on approbation results 

of the ODA method. 
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2. Agile Software Development 

There is no single definition of agile software development, various sources provide 

several definitions of the term ‘agile software development’. Some sources, e.g. [103][106], 

mention that agile software development is a methodology, whilst others [104][105] say that 

it is a common term, which combines agile methods and practices. Seven from eight sources 

make reference to the agile software development manifesto [7]. One of these definitions is 

as follows:  

Agile Software Development is an umbrella term for a set of methods and practices based 

on the values and principles expressed in the Agile Manifesto [104]. 

2.1. Advantages and Risks of Agile Software Development 

Agile method coach Dave Moran in his article mentioned 10 advantages of agile software 

development (and the author of this Doctoral Thesis agrees with the list) [8]. According to 

Moran, agile development delivers systems quicker, embraces business agility; reduces 

risks; increases productivity; creates a sustainable development environment; enables 

emergent innovation; builds trust and relationships; expects continuous improvement; is 

motivating and engaging; and addresses the realities of software development and business 

needs.  

There are also some risks in using agile development methods. Organizations and 

teams should take these into account [9], including: unprofessional teams, bad 

communication with the customer or inside the team, poor specifications, unclear or 

unrealistic requirements, retrospect is not used or implemented [108], knowledge is not 

shared or stored, metrics are not used or used incorrectly, planned time is not precise, scope 

of project or iteration is unclear, complicated or erroneous contracts and an insufficient level 

of knowledge. 

2.2. Terminology Problem 

Different teams and individuals work in various organizations and their knowledge 

level varies considerably. Problems emerge, then different sources describe the same items 

using various definitions. To solve the problem, it is required to perform term analysis and 

achieve common denominators using the context of this Doctoral Thesis.  

Term definitions from 28 various sources are used to build a “Mind Map” of terms and 

their descriptions. Mostly the terms “Methodology”, “Method”, “Principle”, “Practice” and 

“Procedure” are used (Figure 2.1. ). 
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Figure 2.1. Terminology map (fragment). 

The term “Methodology” is described as “particular discipline or area”, “Offers 

theoretical explanation”, “Framework”, “Documented process”, etc. In short, 

“Methodology” is a system of methods and practices. 

The term “Method” is described as “Tool of scientific investigation”, “Way of solving 

problem”, “Logically ordered plan”, “Generalized concept”, “Established way”, etc. 

“Method” can consist of several procedures, which, when ordered and executed in particular 

way, can give a defined result.  

The term “Practice” is well described as “Routine”, “Habit”, “Contrast to theory” and 

“Could not be documented”. “Practice” consists of various procedures, which are not 

generalized and are systematic. 

In the context of this Doctoral Thesis, it was decided that the term “Methodology” is 

defined –as follows, “Methodology is a system of methods and principles which are used in 

a particular area” [51] and “Methodology is a study of methods, not the method itself” [52]. 

The term “Method” is defined as “Regular and systematic way to achieve a goal” [50]. 

2.3. Topicality Index 

Topicality Index (TI) is an indicator, which defines to what extent organizations and 

teams are interested in a particular method, practice or problem. Definition of TI is based on 

the analysis of conference materials and is expressed with the equation: 

IOAm =
100 ∙ 𝐴m

𝐴y
, (1) 

 

where IOAm – TI of the method; 
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Am – number of articles where the method is mentioned; 

Ay – total number of articles in a year. 

In accordance with the terminology map, the methods are defined as “Scrum”, 

“Extreme Programming”, “Lean”, “Dynamic System Development”, “Crystal”, “Feature 

Driven Development” and “Agile Model Driven Development”. 

The TI method values are determined from 2008 up to 2012 and are based on the 

analysis of those conference materials. Conferences are organized by “Agile Alliance”, 

which is a non-profit organization and one of the main players in the agile software 

development field. Conferences organized by “Agile Alliance” fully reflect the tendencies 

in the field.  

Determination of TI values consists of five steps.  The first step is to create an agile 

method list, the second step is to crosscheck each element on the list against the term map 

(Figure 2.1. ). The third stage is to create a software tool and database for data analysis. The 

fourth step is to gather and save the conference data. The stored information contains the 

name of the article, description, year, article category or area and URL address (Uniform 

Resource Locator). Identification of the keywords is a manual process, keywords are 

identified by the context of the article and not the appearance of a particular keyword. The 

fifth and final stage is grouping, sorting and merging of the gathered data. At the end of this 

process, the agile method TI values are defined (Table 2.1).   

Table 2.1. 

TI of agile methods 

Method 2008 2009 2010 2011 2012 

Scrum 18.75 16.78 15.00 13.51 16.82 

Extreme programming 8.16 5.77 3.26 1.93 1.66 

Lean 7.91 5.77 7.39 8.69 11.14 

Dynamic System Development Method 0.51 0.70 0.00 0.00 0.00 

Crystal 1.02 0.35 0.00 0.00 0.00 

Feature Driven Development 0.00 0.52 0.22 0.00 0.24 

Agile Model Driven Development 0.26 0.00 0.43 0.00 0.00 

 

“Scrum” is the method with the highest TI, followed by the “Lean” approach. Similar 

research results have been shown by “VersionOne”. Research results show that in 2011 

“Scrum” was the most popular method (Figure 2.2. ) and it was used by 52% of participants, 

whilst 14% of participants used “Scrum” hybrid methods [115]. 

The “Scrum” method displays the highest TI during the entire researched period from 

2008 to 2012. The TI of the “Lean” approach increases every year, whilst the TI of the 

“Extreme Programming” decreases every year. The TI of other methods is considerably 
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lower and it would not be recommended to use them as a basis for transformation purposes 

in agile software development. Selecting an appropriate agile method is very important 

during the transformation process, but it is not the only important decision an organization 

and its team has to make. It is important to select appropriate agile practices, which in 

combination with the selected method could help achieve the desired results. Selection of an 

agile practice depends on the organization and the team. In most cases it is the responsibility 

of the team and it is influenced by different factors, for example, particular project, particular 

stakeholder (client) or some other factor. 

 

Figure 2.2. Usage of agile methods. 

To determine TI values of agile practices information from previous steps is used. 

Determination of the practice TI value consists of several steps. The first step is to create a 

list of agile practices. The initial practice list consisted of 176 practices and was acquired 

based on the analysis of 22 sources. The second step is to remove duplicate practices from 

the list. As a result of these steps and merging the lists, only 111 practices were left. The 

third step is to check the list against keywords saved in the database. After cross checking 

the list, there are only 70 agile practices left in the final list. This Doctoral Thesis contains 

information about only 35 agile practices (Table 2.2.) which have the highest TI values in 

the research period. 
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Table 2.2. 

TI of agile practices 

Practice 2008 2009 2010 2011 2012 

Test Driven Development 12.88 10.84 3.04 6.56 5.69 

Retrospective 11.48 15.73 3.91 2.70 4.74 

Review 8.55 8.22 0.87 1.74 2.61 

INVEST 8.42 7.34 0.87 1.16 5.69 

Code Refactoring 7.14 5.59 1.96 2.90 3.79 

User stories 6.76 6.12 3.48 4.44 6.64 

Continuous deployment 6.63 8.04 1.30 1.54 1.42 

Backlog usage 6.38 7.34 4.13 1.93 6.64 

Pair programming 6.12 5.77 2.61 3.47 3.08 

Measurements 5.36 6.47 3.48 1.54 3.32 

Automated testing 4.08 1.31 0.43 1.54 0.00 

Automated unit testing 3.95 2.45 1.30 1.16 1.90 

Continuous integration 3.83 6.99 0.87 1.93 1.42 

Acceptance testing 3.57 2.27 1.30 2.32 0.95 

Release Planning 3.57 2.27 0.00 0.39 0.95 

Iteration Planning 3.32 2.80 1.30 0.00 0.47 

Estimation 2.81 1.40 1.74 0.77 2.37 

Daily Stand up meeting 2.81 1.40 1.30 0.39 0.47 

Behavior Driven Development 2.81 3.50 1.74 1.35 1.42 

Planning game 2.30 1.57 0.65 0.00 0.95 

Working software 1.79 2.10 1.30 0.77 1.42 

Source Control 1.53 1.40 0.00 0.77 0.47 

Active Stakeholder Participation 1.28 2.80 0.43 0.39 1.90 

Definition of Done 1.02 0.52 0.22 0.19 2.13 

Emergent Design 1.02 1.57 0.00 0.19 1.66 

Exploratory testing 1.02 0.70 0.43 0.77 0.47 

Facilitation  0.89 2.10 0.22 0.39 1.18 

Cross-functional team 0.26 1.40 0.00 0.77 3.32 

Usability testing 0.38 1.05 1.30 0.39 0.00 

Code review 0.26 1.05 0.43 0.00 0.47 

Story mapping 0.26 0.00 0.43 0.39 0.95 

Sustainable pace 0.26 0.70 0.43 0.00 0.47 

Kanban board 0.26 0.70 0.43 0.00 0.95 

Acceptance Test Driven Development 0.38 0.52 0.00 1.16 1.66 

Automated build 0.38 0.87 0.43 0.00 1.42 

  

Determination of keyword TI values is a good way to find information about trends of 

other organizations and interests of their teams. Keywords are the terms which identify a 

direction of interest, for example, “Learning” or “Coaching”. 

Preparation of keyword data consisted of three steps. The first step is to manually 

identify keywords in the conference materials. Manual identification of keywords is based 

on the article's context, not just the instance of a particular keyword. Such an approach 

improves the quality of data. During research and analysis, 1,257 keywords were identified. 

Some keywords are synonyms and are merged during the next step. The third step is 

grouping of keywords by year. The final list consists of 37 keywords (Table 2.3.) with the 

highest TI values. 
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Table 2.3. 

Keywords with highest TI 

Keyword 2008 2009 2010 2011 2012 

Agile adoption 16.58 21.33 13.48 20.08 23.70 

Experience report 16.33 11.19 2.61 9.65 10.90 

Agile team 16.07 6.29 13.91 11.58 18.01 

Practices 14.80 14.69 31.74 20.08 21.33 

Testing 14.80 14.34 9.13 7.34 9.00 

Leadership 14.54 13.99 12.61 6.56 8.53 

Organizational culture 14.29 13.64 8.26 10.04 13.74 

Tools 11.99 11.54 9.57 15.83 8.53 

Business value 10.97 8.74 3.04 3.47 9.95 

Customer 10.46 6.64 2.61 6.95 11.85 

Distributed agile 10.20 8.04 7.83 1.93 3.79 

Development 9.69 11.54 9.13 6.18 8.53 

Learning 8.93 7.69 3.48 12.74 6.16 

Large scale agile 7.40 6.64 10.00 5.79 8.53 

Transition 7.40 6.29 15.22 15.44 16.59 

Quality 7.40 4.55 2.61 7.34 7.58 

Collaboration 6.89 8.39 7.83 17.37 20.85 

Communication 6.89 5.59 5.22 5.41 5.21 

Organization 6.63 5.94 11.74 4.25 1.42 

Coaching 4.08 11.54 5.22 10.04 12.32 

Enterprise 3.57 6.99 16.96 9.27 12.32 

User experience 5.10 6.99 6.96 5.41 8.06 

Environment 4.85 6.64 7.83 5.79 7.58 

Planning 3.06 6.29 3.04 3.47 4.27 

Product management 0.77 5.94 6.09 0.39 0.47 

Requirements 1.79 4.90 10.00 3.86 4.27 

Teambuilding 1.02 2.45 6.96 1.93 2.84 

Project management 2.81 2.45 6.96 6.56 0.95 

Problems 4.08 4.20 6.52 5.79 5.69 

Research 2.55 1.75 5.65 5.79 4.74 

Hands on labs 0.26 2.10 3.04 8.49 6.64 

Business 0.51 1.05 1.30 7.34 1.42 

Mentoring 0.77 2.10 0.43 6.18 7.58 

Innovation 1.53 4.55 2.17 5.79 5.21 

Principles 0.00 0.70 2.17 1.93 7.11 

Scaling agile 2.30 5.59 4.35 3.47 6.64 

   

Not all organizations have the ability to hire agile method coaches and experts, as they 

are rather expensive, so there is a need for an alternative solution. It is proposed in this 

Doctoral Thesis to develop a new method for determination of organization’s agility level, 

so it could be used during organization’s transformation process and after it. The method 

should help determine problematic areas while transforming to the agile method, without 

hiring expensive experts each time.  
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3. Agile Methods and Practices 

Software development companies usually use some of the agile methods as a basis for 

agile software development. Information about each researched agile method included in 

this Doctoral Thesis consists of basic information, information about process, main 

components and essential features. Emphasis is made on using the “Scrum” method, as it 

has demonstrated the highest TI value during the research period (Table 2.1).  

Various organizations, projects and teams in addition to a particular method should 

use various agile practices, which help to finish development of a project successfully. 

This Doctoral Thesis contains a short description, the English name, known 

synonyms, positive and negative features of each practice described in Table 2.2. Table 2.2. 

lists practices with the highest TI value in the research period. Detailed information about 

agile practices can be found in Appendix 3 of this Doctoral Thesis. 

When an organization has determined its agility level and identified problematic areas, 

it can use information about these practices to create an appropriate improvement plan. 

4. Organizational Agility 

Organizational agility is the ability of a software development company to transform 

from traditional development models to the agile development model; to successfully 

develop various software development projects using agile methods and to be able to quickly 

react to issues and changes in their environment. 

4.1. Organizational Agility Model (OAM) 

Organizations that wish to use agile software development should consider their agility 

level determination. Determination of their agility level helps organizations to evaluate how 

well they would deal with agile software development and at what level of suitability they 

are. This will help organizations determine what extra knowledge is required and what 

actions should be taken to adapt to agile software development more successfully. 

Organizations are complex and sophisticated entities, and for this reason it is difficult to 

evaluate them directly. It is proposed that organizations are evaluated from different domain 

perspectives. The term “domain” in the context of this Doctoral Thesis describes a particular 

area of the organization. For example, “Development domain” describes, analyses and 

evaluates an area of the organization that is connected with the development of software. 

The Organizational Agility Model (OAM) (Figure 4.1. ) consists of six domains. 
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Figure 4.1. Organizational Agility Model (OAM). 

The model developed in this Doctoral Thesis is based on the author's experience and 

has been considerably updated with information gathered from experts during determination 

of AII (Agility Impact Index) values. Research of literature has shown that studies from 

“Scrum.org” have a similar vision of top level domain structure [121].  

“Organization domain” analyses and evaluates organizational areas, which are 

connected to overall organization attributes, for example, “Organization size” or 

“Organization experience with agile methods”. “Development domain” evaluates and 

analyses the process of software development. The “Quality domain”, as the name suggests, 

is concerned with ensuring the quality of the delivered software. The “Process domain” 

evaluates how well “Scrum” processes are working. The “Value domain” analyses and 

evaluates delivery of business value to customers. The “Project domain” deals with the 

analysis and evaluation of projects developed by the organization. The summary contains 

only some information about the “Organization domain”. Detailed information about other 

domains is included in Chapter 3.1. of this Doctoral Thesis. 

Organization domain describes an area of the organization where organization level 

subdomains and attributes are constantly evaluated and improved. (Figure 4.2. ). 
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Figure 4.2. Organization domain. 

Organization domain consists of eight subdomains and can be extended: 

 process change management is required in order to evaluate how processes are used 

and implemented in an organization. Process change management requires 

sensibility and responsibility to be undertaken; 

 communication plays an important role in agile methods. It is important to evaluate 

internal and external communication, for example, communication with distributed 

teams differs from communication between team members located in one room; 

 the learning subdomain characterizes organization’s ability to learn and is tightly 

connected with the knowledge subdomain; 

 organizational size has to be taken into account, as different agile practices should 

be used in certain cases; 

 organization’s experience plays an important role in an organization’s agility level, 

as some organizations have worked with agile methods for some time and have 

already found practices that work. Sometimes, these established practices may not 

work well under particular circumstances. Some organizations may have just started 

working with agile methods and have not tried and tested other methods and 

practices; 

 the team building subdomain describes and evaluates how teams are built. 

Each domain is described by subdomains and each subdomain is described by their 

attributes, for example, “Size”. Organizational size attributes vary according to their physical 

locations. Size information described in this Doctoral Thesis is valid within the Europe 

Union (Table 4.1.) [95]. 

Table 4.1. 

The number of people in an organization 

Name Value 1 Value 2 

Big x >250 >50 million EUR 

Average 50 < x < 250 <=50 million EUR 

Small 11 < x < 50 <=10 million EUR 

Micro x < 10 <=2 million EUR 

The developed attributes and their values take up approximately 40 pages of this 

Doctoral Thesis, for this reason the summary reports only on “Organizational size” 

attributes. Other attributes and their values can be found in Chapter 3.1. of this Doctoral 

Thesis, where all domains, subdomains and attributes are described in more detail. 
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Organizations can modify the OAM model to suite their individual needs. In case of 

changes to the OAM model, organizations have to reevaluate AII values of the changed items 

(reevaluation is done by experts). The Doctoral Thesis contains information on how to create 

new attribute values in order to extend the OAM model. 

Various practices influence different parts of the OAM model. Usage of particular 

practice can increase or decrease agility level for a particular OAM element. Practice 

compliance to a particular domain is created based on practice description analysis, author’s 

experience and expert opinion. In order to shorten domain names in Table 4.2. The following 

abbreviations are used: Organization Domain (OD), Development Domain (PD), Quality 

Domain (KD), Process Domain (PRD), Value Domain (VD) and Project Domain (PRJD). 

Table 4.2. 

Agile practices and their influence domains 

Practice OD PD KD PRD VD PRJD 

Test Driven Development  x x x   

Retrospective x x  x   

Review  x  x   

INVEST  x   x  

Code Refactoring  x x    

User Stories  x   x  

Continuous Deployment  x  x x  

Backlog Usage  x   x  

Pair Programming  x x    

Measurements x x x x x x 

Automated Testing   x    

Automated Unit Testing   x    

Continuous Integration  x   x  

Acceptance Testing   x    

Release Planning     x x 

Iteration Planning  x  x   

Estimation  x  x x  

Daily Stand Up Meeting  x  x   

Behavior Driven Development  x  x   

Planning Game  x  x   

Working Software  x x  x  

Source Control x x  x  x 

Active Stakeholder Participation x x x x x  

Definition of Done  x     

Emergent Design  x  x   

Exploratory Testing   x    

Facilitation     x   

Cross-Functional Team  x     

Usability Testing   x    

Code Review  x x    

Story Mapping  x  x   

Sustainable Pace  x x  x  

Kanban Board  x x x   

Acceptance Test Driven Development   x    

Automated Build  x x x   
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4.2. Agility Impact Index (AII) 

Determination of the AII value is an important part of this Doctoral Thesis, as AII 

values for various domains, subdomains and attributes are not the same. The AII value 

determines how a particular OAM element influences organizational agility level. The scale 

from 0 to 10 is used and it is a modified Likert scale [122], where a value of 5 means that an 

element is not improving or worsening the agility level. Values above 5 improve agility level 

and values below 5 worsen the agility level. The modified scale with 0 is used, because of 

“Primary Intelligence” research [123] where it has been determined that 0 allows 

identification of the direction of the scale more quickly.   

The expert questionnaire DELPHI method [99][100] is used to identify weight value 

of domains, subdomains and attributes. The formation of an expert group is very challenging, 

as it is necessary to gather a group of 10-20 experts [99] and they need to have the same 

level of expertise. Creation of an expert group is complicated by the fact that all experts 

should be available during the research. Taking into account that agile experts are busy, the 

questionnaire process was organized on the Internet.  

Expert group is defined with the equation: 

EG = {𝑆, 𝐾, 𝑀}, (2) 

 

where EG – group of experts; 

S – experts who worked or work as a “Scrum Master”; 

K – experts who are part of an agile team; 

M – experts with extensive knowledge of agile software development. These experts use 

agile software development on a daily basis and have participated in transformations to agile 

software development in several cases. 

To find experts, the author used the network of contacts from his professional life 

and their contact networks. All involved experts have experience from 5 to 15 years.  

Experts evaluated 141 domains/subdomains and 578 attributes. A full list of the 

evaluated items can be found in Appendix 5 of this Doctoral Thesis. Results of each iteration 

are processed and experts can see them on a survey website. The survey is repeated until 

expert coherence is reached. Expert coherence is reached, when the calculated Coherence 

Coefficient (CC) for each element is smaller than 1 and this was reached after 2 iterations. 

Expert coherence coefficient is calculated with the equation: 
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CC = max {𝐸𝑖} − avg{𝐸𝑖}, (14) 

 

where CC – Coherence Coefficient; 

Ei – Expert evaluation value for element i. 

The summary of this Doctoral Thesis includes only a small part of the defined AII values 

(Table 4.3.). Full results can be found in Appendix 5 to this Doctoral Thesis. 

Table 4.3. 

Expert determined AII values of the DSA elements (fragment) 

Code Name AII 

1 Organization domain 7 

... ... ... 

2 Productivity domain 8 

2.1 Communication 9 

      2.1.1 Communication type 8 

         2.1.1.1 Face-to-face 8 

         2.1.1.2 By phone 6 

         2.1.1.3 Written 5 

         2.1.1.4 Skype or some alternative tool 6 

... ... ... 

3 Quality domain 8 

... ... ... 

4 Process domain 8 

... ... ... 

5 Value domain 7 

... ... ... 

6 Project domain 7 

... ... ... 

5. Determination of Agility Level 

A systematic approach is required for agility level determination. The aims of this 

Doctoral Thesis will be reached by using an iterative approach for agility level 

determination.  

5.1. The ODA Method 

The ODA method is intended for regular evaluation of organization, project or team’s 

agility level. In order to achieve the desired agility level, it is necessary to provide regular 

usage of the method. The method gives the opportunity to identify problematic areas and 

improve the agility level in those areas. The method can be used by organizations which plan 

to use agile software development. The ODA method is intended to be used in combination 

with the “Scrum” method, but can also be adapted to work with other agile methods. 
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The process of the ODA method consists of several sub-processes. The most essential 

are “OAM element evaluation” and “Question generation” (Figure 5.1. ).  
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End
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Figure 5.1. Process of the ODA method. 

Method consists of 11 sub-processes (Table 5.1.) 

Table 5.1. 

Processes of the ODA method 

Process Description 

Create or modify domain and 

subdomain information 

Domains, subdomains and attributes are created or modified. Initial 

OAM structure is already provided 

Evaluate domains and subdomains OAM elements are evaluated or reevaluated by experts. DELPHI 

method is used to get evaluation values 
Create AII As a result of expert survey AII values of OAM elements are created 

Define expected agility level Organization or team defines expected agility level  

Question generation AII value is used to generate question set for each employee 

Send interviewing invitation to 

employees 

Each participant of evaluation receives the link to the survey with the 

generated questions 

Summarization of information Survey results are summarized 

Determine organizational agility 

level 

Summarized information and defined AII values are used to determine 

agility level of the organization, project or team 

Generate reports Based on the defined agility level and desired agility level reports are 

created, so users can analyze the situation and its dynamics 

Create improvement plan In case if the desired agility level is not achieved, organization or team 

creates improvement plan to improve agility level 

Implement improvement plan Based on improvement plan some actions are made to increase agility 

level 

 

The agility improvement process is repeated frequently, with frequency of repetitions 

dependent on an organization and its team. The number of questions in each iteration is 
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determined by an organization. It is important to take into consideration that a large number 

of questions is usually met with reluctance and the quality of answers decreases. The 

recommended number of questions is 10 and questionnaires should require 5 to 10 minutes 

to fill out [102]. 

5.2. Question Set Generation and Visualization of the Gathered 

Information 

The question generation component is an important part of the ODA method. This 

component is needed to generate a small question set for each employee during each 

questioning iteration. The question generator takes this into account and generates questions 

based on AII value (Figure 5.2. ). 

A question set generator generates a subset of questions for each employee from the 

full question set, which is defined by the equation:  

𝑄 = {𝑞1, 𝑞2, 𝑞3 … 𝑞𝑚}, (3) 

where Q – set of all questions; 

q1...m – questions, where m is the total number of questions. 

Employee question set is a subset of all questions and is defined by the equation: 

𝐴1…𝑛 ∈ 𝑄, (4) 

where Q – set of all questions; 

A1...n – subset of employee questions, where n is the total number of employees, who 

participate in the questionnaire. 

A question set of each employee consists of three types of questions and is defined 

by the equation: 

𝐴1…𝑛 = {𝑃, 𝑁𝑛, 𝑂𝑛}, (5) 

where A1...n – subset of employee questions, where n is the total number of employees, who 

participate in the questionnaire; 

P – set of priority questions – initiator of the questioning marks some priority questions, 

answer to which is required. Priority questions are added to every employee question set and 

form 20% of all questions; 

Nn – unanswered questions are sorted by AII, where n is a particular employee. Unanswered 

questions with high AII value are added to the set, after priority questions. These questions 

form 60% of the question set; 
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On – previously answered questions are ordered by AII, where n is a particular employee. 

There are often important questions that require a compulsory answer. These questions form 

the remaining 20 % of the question set.  

Get questions for set 
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Figure 5.2. Question set generation process. 

After questions are generated, they are sent to an appropriate employee. After 

interviewing results are ready, the DSA value tree is constructed. 

The DSA value tree is a convenient way to represent the gathered information and 

identify problematic areas. Expert evaluated AII values are viewed alongside the processed 

employee evaluation values (Figure 5.3. ). 
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Figure 5.3. DSA Value Tree. 

Each element of the DSA value tree has two values at each node. The expert 

evaluated AII value is on the left side of the node and the employee evaluated value (EEV) 

is on the right side.  

The EEV value of each DSA value tree node is calculated by the equation: 

𝑥 =
∑ 𝑥𝑖

𝑛
𝑖=1

𝑛
, 

(6) 

where 𝑥 – attribute EEV value; 

xi – attribute evaluation is given by employee i; 

n – number of employees who have evaluated a particular attribute.  

 

The value of each EEV element is calculated by the equation: 

𝑦 =
∑ 𝑤𝑖𝑥𝑖

𝑛
𝑖=1

∑ 𝑤𝑖
𝑛
𝑖=1

, 
(7) 

 

where 𝑦 – EEV value of a domain or subdomain; 

xi – EEV value of an attribute or subdomain; 

wi – AII value of an attribute or subdomain (weight). 

Only on rear occasions there is just one project and team. If an organization is working 

on several projects with several teams, it is necessary to filter the DSA value tree at different 

levels. It is possible to determine agility at different levels: organization, project and team 

levels (Figure 5.4. ).  
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Figure 5.4. Agility grouping levels. 
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In case of several projects and teams there are some more steps required for agility 

evaluation. One of the steps is the identification of the Team Impact Index (TII) and the 

second step is a Project Impact Index (PII) determination.  

Team Impact Index (TII) is a way to identify how influential a particular team is in 

the context of a particular project. Determination of the TII value is the responsibility of 

project management and the teams.  

Project Impact Index (PII) is a way to identify how influential a particular project 

is in the context of an organization. For example, if most people in an organization work on 

project A, and project A brings in most of the revenue. At the same time, project B may be 

less influential, it can be a smaller internal project with only a small team. Thus, the influence 

of both projects on an organization’s agility will differ. Determination of PII value is the 

responsibility of the top management. 

 PII and TII values can be reevaluated if such a situation occurs. 

5.3. Using the FOIL (First-Order Inductive Learner) Algorithm 

FOIL is a rule-based learning algorithm which can be used to solve classification tasks 

[89]. The FOIL algorithm uses a learning data set to generate rules. A learning data set 

contains verified information (expert evaluation) which identifies mapping from domain 

values to agility classes. A larger learning data set allows for the generation of more precise 

rules. The learning data set included in this Doctoral Thesis is test data and is included only 

to demonstrate how the algorithm works. Creation of real learning data is a time-consuming 

process and it is not planned to create it in the context of this Doctoral Thesis. In order to 

create high quality data, it is recommended that a list of 20 enterprises is prepared to 

participate in the evaluation process by the expert network, which should consist of 10 to 20 

experts. The test learning data set contains information about three agility classes C1=Not 

agile, C2=Partly agile, C3=Agile and three classes are used for simplification purposes. The 

FOIL learning data set contains information about 24 cases, where C1 class has 15 samples, 

C2 class has 5 samples and C3 class has 4 samples. Using the FOIL algorithm on the learning 

data set produced 9 rules (Table 5.2.). 

Table 5.2. 

Rules generated by FOIL algorithm 

C1  C1 ← D4(X, 1) [1] 

 C1 ← D1(X,1) ˄ D4(X,2) ˄ D3(X, 2) ˄ D2(X, 1) [2] 

 C1 ← D1(X, 1) ˄ D4(X,2) ˄ D3(X,1) ˄ D2(X, 2) [3] 

 C1 ← D1(X,2) ˄ D3(X,2) ˄ D2(X,1) [4] 
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C2  C2 ← D4(X, 2) ˄ D3(X, 1) ˄ D2(X, 1) [5] 

 C2 ← D4(X, 2) ˄ D3(X,1) ˄ D2(X, 2) ˄ D1(X, 3) [6] 

 C2 ← D3(X, 1) ˄ D4(X, 2) ˄ D1(X, 2) [7] 

C3  C3 ← D4(X, 2) ˄ D3(X, 2) ˄ D1(X, 3) [8] 

 C3 ← D4(X, 2) ˄ D3(X, 2) ˄ D2(X, 2) [9] 

 

5.4. Agility Determination Tool 

Determination of an agility level is iterative and there is a necessity for a tool, which 

can be used by experts for AII value determination and by employees for EEV value 

determination. The tool should provide a convenient way to represent the gathered 

information.  

There are five user stories, which describe how the tool will be used: “Answering of 

questions” (Figure 5.5. ), “Report generation”, “Configuration of tool”, “AII value 

determination”, and “Creation of improvement plan”.  

Answers to question

includes

Get saved questionary

Employee

Manager

ScrumMaster

Product Owner

Team

Generates questions

Interval service

Save questionary

includes

 
Figure 5.5. Question answering user story. 

Question generation can be initiated by some employee or automatically by “Interval 

service”. “Interval service” can be configured to different intervals and it is an organization 

or team’s decision, how often they want to execute it. This and other user stories help create 

an appropriate architecture for the tool. 

Tool consists of seven modules, where each module is responsible for a specific 

functionality (Table 5.3.). 
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Figure. 5.6. Architecture of the ODA tool. 

Table 5.3. 

Description of architecture modules 

Name Description 

Questioning module Module provides survey process. In the survey module employees see their 

questions and mark their answers 

Report module Provides report generation initialization and report viewing 

Knowledge module Gathers and stores knowledge so it could be used later 

Interval service Wraps up processes which can be executed in the determined intervals: 

questioning timer, report generator, notification service and question 

generation service 

Evaluation module Provides experts with ability to evaluate domain, subdomain and attribute AII 

values 

Administration module Gives the opportunity to administrate the tool  

Data service Tools data layer, provides data storage channel  

 

A tool created for method verification was developed using Microsoft ASP.NET MVC 

5, and hosted on Microsoft developed platform Microsoft Azure. Database is based on the 

Microsoft SQL Server engine. Program code is developed using C# development language 

and uses HTML (Hypertext Markup Language), CSS (Cascading Style Sheets), JavaScript, 

jQuery and jQuery UI library to provide the required functionality. 

The tool provides the opportunity to identify problematic domains of an organization in 

a convenient way (Figure 5.7. ).  
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Figure 5.7. Graphical representation of the results in top level domain context. 

Experts can connect to the tool and perform evaluation of OAM elements. Employees 

in their module can answer the generated questions. Employee with appropriate access rights 

can create and view generated reports, for example, top level domain report (Figure 5.7. ). 

6. Verification of the ODA Method 

Verification of the method is done by analyzing three organizations, which have 

transformed to agile software development.  

6.1. Verification Organizations 

This chapter contains descriptions of verification organizations. These organizations 

have been selected by the author, because the author worked there during transformation 

processes (Table 6.4.). 

Table 6.4. 

Verification organizations 

Name Description Reason for transformation 

Organization 1 More than 10 years works with one 

client. Work with particular client takes 

~90 % of company’s resources. 

Development is done using “Waterfall” 

model. 

There are problems with delivering on time and 

number of bugs. The client proposes to switch 

development to “Scrum”. This offer is accepted 

and development continues with “Scrum” 

method. 

Organization 2 Had not been working with software 

development prior to transformation. All 

software development had been done by 

third parties using “Waterfall” model. 

There was bad experience with previous 3rd 

party development company. Organization 

decides to increase delivery times and quality 

of the project by creating internal software 

development department. It is decided to use 
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Name Description Reason for transformation 

“Scrum” method as this method was 

recommended by an external expert.  

Organization 3 For more than 20 years develops 

software using “Waterfall” model. 

Organization wants to add agile software 

development competence to its portfolio. Such 

opportunity appears when there is project with 

short development time and superficial 

documentation. It is decided to use “Scrum” 

method.  

6.2. Verification Results 

Agility level of all three organizations is determined by gathering answers to all 

questions from the question set Q. In cases where answers are not available for all questions, 

agility level is determined using only the available answers. Information about how many 

questions have been answered is indicated in the agility level report. The agility level 

determination tool prototype developed for this Doctoral Thesis is used to process the 

answers to the questions. The summary of this Doctoral Thesis includes information only 

about top level domains (Table 6.2.). Full information with all DSA tree elements is available 

in Appendix 6 to this Doctoral Thesis. 

Table 6.2. 

Results of organizational agility levels 

      Organization 1 Organization 2 Organization 3 

Code Name AII EEV EEV EEV 

1 Organization domain 7 3.71 7.40 5.73 

2 Development domain 8 3.84 6.69 3.99 

3 Quality domain 8 3.67 8.00 5.67 

4 Process domain 8 5.28 8.35 7.08 

5 Value domain 7 5.58 8.19 6.30 

6 Project domain 7 5.60 5.94 6.13 

 

By analyzing information in the six domain context, it can be noticed that Organization 

2 has the highest agility level (Table 6.2.) and EEV values are the closest to the expert 

defined AII values. By using the developed prototype, it is possible to view data in more 

details for each domain and subdomains. Such an approach allows identification of 

problematic areas more precisely and facilitates development of an appropriate improvement 

plan.  

The summary of this Doctoral Thesis contains information only about “Organization 

domain” (Figure 6.1.), detailed information is available in Chapter 5 of this Doctoral Thesis. 

By viewing the data in Figure 6.1., it is possible to conclude that the agility level of 
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Organization 1 in the organization domain context is lower than the agility level of 

Organization 2 and Organization 3.  

 

 

 

Figure 6.1. Comparison of verification organizations in organization domain context. 

Organization 2 has the highest agility level in the context of organization domain. 

Organization 2 is one of the verified organizations where top level management decided that 

all software development projects should be developed by using the agile approach. For this 

method to work, experts were invited and additional employee training was held.  

After viewing DSA data and analyzing it, it is possible to make conclusions and start 

creation of an improvement plan. The data indicate which domains and subdomains have to 

be offset. This helps organizations and teams to select appropriate practices described in the 

chapter of this Doctoral Thesis. As an additional help, information from Table 4.2. can be 

used. It contains information about practices and their influence areas on the OAM model. 

Organizations and teams can decide which practices from Table 4.2. will be used or tried 

during implementation of the next improvement plan.  

After viewing and analyzing the research results, the author has determined that further 

research is required to make additional changes to the OAM model in order to add a more 

detailed breakdown of some elements. From the author’s point of view, such necessity could 
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arise after investigating other organizations and their processes, which may not be fully 

explained by the existing OAM model.  

Key Results and Conclusion 

The aim of this Doctoral Thesis was to create a method, the concept of the tool, 

architecture for the tool and a tool prototype for determination of organizational agility level.   

As additional aims, it was decided to approbate the created tool prototype by evaluating the 

organizational agility level in several organizations. The following tasks were completed to 

achieve the proposed aim: 

 the history of agile methods has been researched. Advantages and risks of agile 

software development have been identified. The significant features of agile 

methods and practices have been described; 

 a terminology map with most often used terms has been created. Definition of 

the term TI has been provided and the TI values of agile methods, practices and 

keywords have been identified; 

 organizational agility level definition has been provided and an OAM model has 

been created; 

 the term AII has been defined and its value for each OAM element has been 

determined; 

 the organizational agility level evaluation ODA method has been created and a 

question generation algorithm has been developed; 

 a conceptual model and architecture of the agility level determination tool has 

been created; 

 implementation of the proposed architecture has been completed; 

 experimental verification of the developed prototype has been performed by 

evaluating the agility level of three organizations. 

All aims and tasks defined in this Doctoral Thesis have been reached. The following 

main theoretical and practical results have been achieved: 

 the term TI has been coined, it is used to denote the level of interest shown in a 

particular agile method or practice by an organization or team. TI values of agile 

methods, practices and keywords have been defined using the research period 

from 2008 to 2012;  
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 organizational agility level definition has been developed and agility level of 

three verification organizations has been evaluated; 

 the OAM model has been created to evaluate organization’s agility level. The 

OAM model describes an organization using 6 domains, subdomains and an 

attribute system; 

 definition of the term AII has been given; it defines how a particular OAM 

element influences organizational agility level. AII values are defined for all 

OAM elements using an expert network; 

 organization agility level determination method ODA has been created based on 

the developed OAM model. The process and steps of the ODA method have been 

defined and described; 

 a question generation algorithm has been created; it provides a small set of 

questions for each employee during each evaluation iteration; 

 a conceptual model and architecture of the tool have been developed to verify the 

ODA method. Agility level determination tool prototype has been created based 

on the developed conceptual model and architecture. Verification has been done 

by evaluating the agility level of three organizations using the created prototype; 

All three hypotheses proposed at the beginning of the Doctoral Thesis have been validated: 

 organizations have low awareness of agile methods, and this creates problems in the 

implementation of the agile paradigm – the ODA method was used to evaluate three 

organizations. Each organization used a different approach to implement agile 

software development. Analysis of evaluation showed that the agility level of 

organizations, which did not use external experts and did not perform additional 

training of employees, was considerably lower; 

 by using methods and tools it is possible to evaluate the agility level of an 

organization – the created ODA method and developed agility level determination 

tool prototype helped determine the agility level of domains of the three verification 

organizations; 

 knowledge regarding the current agility level of an organization helps create 

appropriate improvement plans in order to improve its organizational agility level –

using evaluated domain agility level values, it is possible to create an appropriate 

improvement plan, as values indicate which areas are problematic. By using 

appropriate practices, the agility level of those areas can be improved. 
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Following conclusions have been made within this research:  

 the interest in agile software development demonstrated by software 

development companies has increased, as agile methods can help solve some of 

their problems. Agile methods are strongly oriented to the satisfying the client’s 

requirements as quickly as possible, and provide the possibility to change 

requirements late in the project development process; 

 agile methods have various advantages over traditional software development 

methods, but there are also risks connected to agile software development. Those 

risks have to be taken into account by organizations and teams, which have to 

consider the usage of appropriate agile practices to decrease the impact of those 

risks; 

 a wide range of literature is available regarding agile methods and practices, but 

it is important to use it correctly, as novice users often interpret information 

differently, and this can lead to additional problems; 

 most organizations are using or plan to use “Scrum” as their agile software 

development method and it is confirmed by the determined TI values and other 

sources. Method “Scrum” in combination with agile practices provides a better 

chance of achieving successful results. Various organizations and teams can use 

different agile practices to achieve the desired result. All agile practices described 

in this Doctoral Thesis have their advantages and disadvantages. It is the team’s 

responsibility to select the appropriate practice after analysis of all advantages 

and disadvantages; 

 the determined AII values in combination with OAM model and agility level 

determination method ODA provide opportunity to evaluate an organization’s 

agility level in the context of the six created domains;  

 the DELPHI method and expert network have been used to determined AII 

values, but is has to be remembered that experts are not easily available and not 

always forthcoming with answers, which complicates AII value determination; 

 comprehensive agility level determination requires the usage of FOIL or a similar 

algorithm and a learning data set. It has to be taken into account that the gathering 

of comprehensive learning data is a complicated and time-consuming process, 

and analysis of enterprise data just in Latvia is insufficient. As a matter of fact, 
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the work load is so high that additional research is required to accomplish this, 

and this task lies beyond the scope of this Doctoral Thesis; 

 the obtained domain agility level information is sufficient to create an 

improvement plan and the lack of learning data does not hinder determination of 

problematic areas; 

 by making some adjustments to the OAM model, it is possible to use the ODA 

method with other agile methods. 

These research results can be used by organizations, which plan to transform or have 

already transformed to use agile software development. The developed method and tool will 

help organizations to determine problematic areas and help develop an improvement plan. 

The created terminology map in combination with the information about methods and 

practices will help beginners to better understand the available literature and master the agile 

approach. 

Potential directions for further research: 

 to analyze more enterprises, which use agile methods, in order to create a more 

complete set of learning data to be used by FOIL or similar algorithm; 

 to investigate the opportunity to improve the developed prototype in order to use 

it as a service for organizational agility level determination; 

 by extending the expert network, the OAM model can also be extended within 

further research. 
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